**Exp 1 searching and sortng**

**#include<bits/stdc++.h>**

**using namespace std;**

**struct name**

**{**

**char firstname[10];**

**char lastname[12];**

**};**

**struct profile**

**{**

**name student\_name;**

**float SGPA;**

**int Roll\_no;**

**};**

**class student\_data**

**{**

**private :**

**struct profile std\_db[15]={"Abhishek", "Jadhav", 9.89, 23232, "Abhijeet", "Ingle", 9.8, 23231, "Ronal", "Dhodia", 9.54, 23222, "Pratik", "Gabhale", 9.12, 23224, "Ayush", "Gala", 9.65, 23228, "Kunal", "Kachare", 9.5, 23235, "Mihir", "Inamdar", 9.01, 23230, "Sanika", "Joshi", 9.2, 23234, "Atharva", "Kinikar", 9.8, 23241, "Mrunal", "Kashid", 9.45, 23238, "Kalyani", "Nilpankar", 8.97, 23237, "Tanmay", "Goregaonkar", 8.85, 23227, "Shruti", "Jagdale", 9.74, 23233, "Sandesh", "Dholas", 8.86, 23223, "Akshay", "K", 8.98, 23242};**

**int n = 15;**

**public :**

**void view(int n)**

**{**

**cout<<"\n\n Student        Name                 SGPA        Roll\n   No.                                           No.\n--------------------------------------------------------------\n";**

**for (int i = 0; i <= n-1; i++)**

**{**

**cout<<"    "<<i+1<<".        "<<std\_db[i].student\_name.firstname<<" "<<std\_db[i].student\_name.lastname;**

**cout<<"   ->>-  "<<std\_db[i].SGPA<<"   ->>-  "<<std\_db[i].Roll\_no<<"\n\n";**

**}**

**}**

**void add()**

**{**

**cout<<"\n Enter no. of Student details to be added (max 15) : ";**

**int n;**

**cin>>n;**

**cout<<"\n ------------ No. of Students to added : "<<n<<" -----------\n      Filling data such as Name, SGPA, Roll no.\n ------------------------------------------------------";**

**for ( int i = 2; i < 2+n; i++)**

**{**

**cout<<"\n\n# Details of Student no. "<<i+1<<" - \n\n                             FirstName Surname\n  > Enter Name of Student : ";**

**cin>>std\_db[i].student\_name.firstname>>std\_db[i].student\_name.lastname;**

**cout<<"\n  > Enter Student SGPA : ";**

**cin>>std\_db[i].SGPA;**

**cout<<"\n  > Enter Student Roll no. : ";**

**cin>>std\_db[i].Roll\_no;**

**cout<<" --------------------------------------------------------------";**

**}**

**cout<<"---------------- Addition Done Successfully ! ----------------";**

**student\_data :: view(15);**

**}**

**void search\_sgpa(float r)  //linear search on SGPA**

**{**

**cout<<"\n\n< Searching in SGPA using Linear Search...>\n-----------------------------------------------";**

**int t = 1;**

**for (int i = 0; i < n; i++)**

**{**

**if(std\_db[i].SGPA == r)**

**{**

**cout<<"\n\n#"<<t<<" Details of Student with SGPA "<<std\_db[i].SGPA<<" -";**

**cout<<"\n\n Student        Name                 SGPA        Roll\n    No.                                          No.\n--------------------------------------------------------------\n";**

**cout<<"    "<<i+1<<".        "<<std\_db[i].student\_name.firstname<<" "<<std\_db[i].student\_name.lastname;**

**cout<<"   ->>-  "<<std\_db[i].SGPA<<"   ->>-  "<<std\_db[i].Roll\_no;**

**cout<<"\n--------------------------------------------------------------";**

**t++;**

**continue;**

**}**

**}**

**if(t == 0)**

**{**

**cout<<"\n Student '"<<r<<"' not found or Input correct SGPA";**

**}**

**}**

**void modify()**

**{**

**cout<<"\n Enter Student no. which is to be modified : ";**

**int m;**

**cin>>m;**

**int m\_i = m - 1;**

**for (int i = 0; i < 15; i++)**

**{**

**if ( i == m\_i)**

**{**

**char stopModify = 'Y';**

**while (stopModify == 'Y')**

**{**

**cout<<"\n# Modify - \t1. Name\t\t2. SGPA\t\t3. Student Roll no.\n  Choice (1/2/3): ";**

**int choice;**

**cin>>choice;**

**switch(choice)**

**{**

**case 1:**

**cout<<"                             FirstName Surname\n  > Enter Name of Student : ";**

**cin>>std\_db[i].student\_name.firstname>>std\_db[i].student\_name.lastname;**

**cout<<" -------- Changes Done Successfully ! --------";**

**student\_data :: view(15);**

**break;**

**case 2:**

**cout<<"\n  > Enter Student SGPA : ";**

**cin>>std\_db[i].SGPA;**

**cout<<" -------- Changes Done Successfully ! --------";**

**student\_data :: view(15);**

**break;**

**case 3:**

**cout<<"\n  > Enter Student Roll\_no : ";**

**cin>>std\_db[i].Roll\_no;**

**cout<<" -------- Changes Done Successfully ! --------";**

**student\_data :: view(15);**

**break;**

**default:**

**cout<<" Invalid choice !\n -------------------------------------------";**

**}**

**cout<<"\nDo you want to continue modification (Y/N) ? : ";**

**cin>>stopModify;**

**cout<<" -------------------------------------------\n";**

**}**

**break;**

**}**

**else**

**{**

**cout<<"\n Student no. is out of range or Invalid input";**

**}**

**}**

**}**

**void sort\_names(int n)  //insertion sort for sorting names**

**{**

**for (int k=n-1; k>0; k--)**

**{**

**struct profile temp = std\_db[k];**

**int j = k-1;**

**while (j >= 0 && strcmp(temp.student\_name.firstname, std\_db[j].student\_name.firstname) < 0)  //compares both the strings character by character**

**{**

**std\_db[j+1] = std\_db[j];**

**j = j-1;**

**}**

**std\_db[j+1] = temp;**

**}**

**}**

**void sort\_SGPA(int l, int k)  //sorting SGPA using quick sorting**

**{**

**int r = k-1;**

**if (l>=r) return;**

**int i=l;**

**int j=r+1;**

**struct profile prec;**

**int p = std\_db[l].SGPA; //Select pivot element**

**prec = std\_db[l]; //temporarily storing pivot record prec**

**while(1)**

**{**

**do{ i++; } while (std\_db[i].SGPA < p && i <= r);**

**do{ j--; } while (std\_db[j].SGPA > p && j >= l);**

**if(i >= j) break;**

**struct profile temp;**

**temp = std\_db[j];**

**std\_db[j] = std\_db[i];**

**std\_db[i] = temp;**

**}**

**std\_db[l] = std\_db[j];**

**std\_db[j] = prec;**

**sort\_SGPA(l,j); //left list**

**sort\_SGPA(j+1,r); //right list**

**student\_data :: view(10);**

**}**

**void sort\_RollNo()  //sorting roll no. in ascending order using bubble sort**

**{**

**for (int i = 0; i < n; i++)**

**{**

**for (int j = 0; j < n-1; j++)**

**{**

**if((std\_db[j].Roll\_no) < (std\_db[j+1].Roll\_no)) //Swapping**

**{**

**struct profile temp;**

**temp = std\_db[j];**

**std\_db[j] = std\_db[j+1];**

**std\_db[j+1] = temp;**

**}**

**}**

**}**

**student\_data :: view(n);**

**}**

**void search\_name()**

**{**

**cout<<"\n Enter student name to be searched : ";**

**char search[10];**

**cin>>search;**

**cout<<"\n< Searching name using Binary Search...>";**

**int lower = 0, upper, mid;**

**upper = n - 1;**

**mid = (lower + upper)/2;**

**student\_data :: sort\_names(n);**

**while (lower <= upper)**

**{**

**if(strcmp(std\_db[mid].student\_name.firstname, search)<0)**

**{**

**lower = mid + 1;**

**}**

**else if(strcmp(std\_db[mid].student\_name.firstname, search)==0)**

**{**

**cout<<"\n\n# Details of Student with name "<<std\_db[mid].student\_name.firstname<<" -";**

**cout<<"\n\n Student        Name                 SGPA        Roll\n    No.                                           No.\n--------------------------------------------------------------\n";**

**cout<<"    1.        "<<std\_db[mid].student\_name.firstname<<" "<<std\_db[mid].student\_name.lastname;**

**cout<<"   ->>-  "<<std\_db[mid].SGPA<<"   ->>-  "<<std\_db[mid].Roll\_no;**

**cout<<"\n--------------------------------------------------------------";**

**break;**

**}**

**else**

**{**

**upper = mid - 1;**

**mid = (lower + upper)/2;**

**}**

**}**

**if(lower > upper)**

**{**

**cout<<"\n Student '"<<search<<"' details not found or Input correct name";**

**}**

**}**

**};**

**int main()**

**{**

**struct profile std\_db[15]={"Abhishek", "Jadhav", 9.89, 23232, "Abhijeet", "Ingle", 9.8, 23231, "Ronal", "Dhodia", 9.54, 23222, "Pratik", "Gabhale", 9.12, 23224, "Ayush", "Gala", 9.65, 23228, "Kunal", "Kachare", 9.5, 23235, "Mihir", "Inamdar", 9.01, 23230, "Sanika", "Joshi", 9.2, 23234, "Atharva", "Kinikar", 9.8, 23241, "Mrunal", "Kashid", 9.45, 23238, "Kalyani", "Nilpankar", 8.97, 23237, "Tanmay", "Goregaonkar", 8.85, 23227, "Shruti", "Jagdale", 9.74, 23233, "Sandesh", "Dholas", 8.86, 23223, "Akshay", "K", 8.98, 23242};**

**student\_data std;**

**cout<<"--------------------------------------------------------------------\n\t\t----- SE IT Student Database -----\n--------------------------------------------------------------------\n";**

**std.view(15);**

**char stopApp;**

**stopApp = 'Y';**

**while(stopApp == 'Y')**

**{**

**cout<<"\n\nSelect action from following : \n";**

**cout<<"> 1. VIEW RECORDS\t> 2. ADD RECORDS\t> 3. MODIFY RECORD\t> 4. SEARCH SGPA\t> 5. SORT NAME\t\t> 6. SORT SGPA(Toppers)\t\t> 7. SORT ROLL NO.\t\t> 8. SEARCH NAME\t> 9. EXIT\n\t\t\t\t\t\t\t\t\tEnter choice (1/2/3/4/5/6/7/8/9): ";**

**int choice;**

**cin>>choice;**

**switch(choice)**

**{**

**case 1:**

**std.view(15);**

**break;**

**case 2:**

**std.add();**

**break;**

**case 3:**

**std.modify();**

**break;**

**case 4:**

**cout<<"\n Enter Student SGPA to be searched : ";**

**float r;**

**cin>>r;**

**std.search\_sgpa(r);**

**break;**

**case 5:**

**cout<<"\n< Sorting name alphabetically using Insertion Sort...>";**

**std.sort\_names(15);**

**std.view(15);**

**break;**

**case 6:**

**cout<<"\n< Sorting top 10 SGPA using Quick Sort...>";**

**std.sort\_SGPA(0, 10);**

**break;**

**case 7:**

**cout<<"\n< Sorting Roll No. wise using Bubble Sort...>";**

**std.sort\_RollNo();**

**break;**

**case 8:**

**std.search\_name();**

**break;**

**case 9:**

**cout<<" >Exited successful<\n --| END OF CODE |--";**

**return 0;**

**default :**

**cout<<"\n Invalid choice !";**

**}**

**cout<<"\n\nDo you want to continue (Y/N) ? : ";**

**cin>>stopApp;**

**if (stopApp == 'N' | 'n')**

**{**

**cout<<" ----------------| END OF CODE |----------------\n";**

**}**

**}**

**return 0;**

**}**

**b)**

#include <iostream>

using namespace std;

#include<string.h>

int const size=3;

struct student{

int rno;

char name[20];

float SGPA;

};

void accept(struct student list[size]);

void display(struct student list [80]);

void displayTop(struct student list[80]);

void bubbleSort(struct student list[size]);

void insertSort(struct student list[size]);

void quickSort(struct student list[size],int,int);

void search(struct student list[size] );

void binarysearch(struct student list[size]);

main()

{

int ch, i;

struct student data[20];

accept (data);

cout<<"\n 1:Bubble Sort";

cout<<"\n 2:Insertion Sort";

cout<<"\n 3:Quick Sort";

cout<<"\n 4:Search";

cout<<"\n 5:Binary Search";

cout<<"\n Select your choice:";

cin>>ch;

switch(ch)

{

case 1:

bubbleSort(data);

display(data);

break;

case 2:

insertSort(data);

display(data);

break;

case 3:

quickSort(data,0,size-1);

displayTop(data);

break;

case 4:

search(data);

break;

case 5:

binarysearch(data);

break;

default:

cout<<"Invalid choice....";

}

}

void accept(struct student list[size])

{

int i;

for (i=0;i<size;i++)

{

cout<<"Enter rollno,name & SGPA:";

cin>>list[i].rno>>list[i].name>>list[i].SGPA;

}

}

void display(struct student list[80])

{

int i;

cout<<"\n Roll no \t Name \t SGPA \n";

for(i=0;i<size;i++)

{

cout<<"\n"<<list[i].rno<<"\t"<<list[i].name<<"\t"<<list[i].SGPA;

}

}

void displayTop(struct student list[80])

{

int i;

cout<<"\n\nRollno\tName\tSGPA\n";

for(i=0;i<3;i++)

{

cout<<"\n"<<list[i].rno<<"\t"<<list[i].name<<"\t"<<list[i].SGPA;

}

}

void bubbleSort(struct student list[size])

{

int i,j;

struct student temp;

for(i=0;i<size-1;i++)

{

for(j=0;j<(size-1-i);j++)

{

if(list[j].rno>list[j+1].rno)

{

temp=list[j];

list[j]=list[j+1];

list[j+1]=temp;

}

}

}

}

void insertSort(struct student list[size])

{

int k,j;

struct student temp;

for(k=1;k<size;k++)

{

temp=list[k];

j=k-1;

while(strcmp(list[j].name,temp.name)>0&&j>=0)

{

list[j+1]=list[j];

--j;

}

list[j+1]=temp;

}

}

void quickSort(struct student list[size],int first,int last)

{

int pivot,i,j;

struct student temp;

if(first<last)

{

pivot=first;

i=first;

j=last;

while(i<j)

{

while(list[i].SGPA>=list[pivot].SGPA&&i<last)

i++;

while(list[j].SGPA<list[pivot].SGPA)

j--;

if(i<j)

{

temp=list[i];

list[i]=list[j];

list[j]=temp;

}

}

temp=list[pivot];

list[pivot]=list[j];

list[j]=temp;

quickSort(list,first,j-1);

quickSort(list,j+1,last);

}

}

void search(struct student list[size])

{

float SGPA;

int i;

cout<<"\n Enter SGPA";

cin>>SGPA;

cout<<"\n Rollno \t Name \t SGPA \n";

for(int i=0;i<size;i++)

{

if(SGPA==list[i].SGPA)

cout<<"\n"<<list[i].rno<<"\t"<<list[i].name<<"\t"<<list[i].SGPA;

}

}

void binarysearch(struct student list[size])

{

int k, lower, upper, mid;

char search[80];

cout<<"\n Enter name of the students you want to search";

cin>>search;

lower=0;

upper=size-1;

mid=(lower+upper)/2;

while(lower<=upper)

{

if(strcmp(list[mid].name,search)<0)

lower=mid+1;

else if(strcmp(list[mid].name,search)==0)

{

cout<<"\n"<<list[mid].rno<<"\t"<<list[mid].name<<"\t"<<list[mid].SGPA;

break;

}

else

upper=mid-1;

mid=(lower+upper)/2;

}

if(lower>upper)

cout<<search<<"not found in the list";

}

OUTPUT:-

Enter rollno,name & SGPA:25

Aadarsh

8.77

Enter rollno,name & SGPA:26

Ritesh

8.25

Enter rollno,name & SGPA:27

Bharat

8.95

1:Bubble Sort

2:Insertion Sort

3:Quick Sort

4:Search

5:Binary Search

Select your choice:1

Roll no Name SGPA

25 Aadarsh 8.77

26 Ritesh 8.25

27 Bharat 8.95

**Exp 2 stack**

**Input:**

**#include<iostream>**

**#include<ctype.h>**

**#include<string.h>**

**using namespace std;**

**class Stack**

**{**

**//Structure for Expression**

**struct Stk**

**{**

**float Operator;**

**Stk \*Next;**

**Stk(){ Next=NULL;}**

**};**

**Stk \*Top;**

**public:**

**Stack(){Top=NULL;}**

**int Empty();**

**void Push(float Opr);**

**float Pop();**

**};**

**int Stack::Empty()**

**{**

**if(Top==NULL)**

**return 1;**

**return 0;**

**}**

**void Stack::Push(float Opr)**

**{**

**Stk \*Node;**

**Node=new Stk;**

**Node->Operator=Opr;**

**Node->Next=Top;**

**Top=Node;**

**}**

**float Stack::Pop()**

**{**

**Stk \*Temp=Top;**

**float Opr;**

**Top=Top->Next;**

**Opr=Temp->Operator;**

**delete Temp;**

**return Opr;**

**}**

**//Stack class End**

**//Function return Operater Priority**

**int Priority(char Op)**

**{**

**if(Op=='^')**

**return 2;**

**if(Op=='+' || Op=='-')**

**return 0;**

**else return 1;**

**}**

**//Return the result of given operation**

**float Operation(char Op,float A,float B)**

**{**

**int I=0;**

**float P=1;**

**if(Op=='\*') P=A\*B;**

**else if(Op=='/') P=A/B;**

**else if(Op=='+') P=A+B;**

**else if(Op=='-') P=A-B;**

**else while(I++<B) P=P\*A;**

**return P;**

**}**

**void infixTOpostfix(char str[20])**

**{**

**char Opr,post[20];**

**int i,j=0;**

**Stack S;**

**for(i=0;str[i]!='\0';i++)**

**{**

**if(isalnum(str[i])) post[j++]=str[i];**

**else**

**{**

**if(str[i]== ')')**

**{**

**Opr=S.Pop();**

**while(Opr!='(')**

**{ post[j++]=Opr; Opr=S.Pop(); }//while**

**}**

**else { if(str[i]=='(');**

**else while(!S.Empty())**

**{**

**Opr=S.Pop();**

**if(Opr!='('&&Priority(Opr)>= Priority(str[i]))**

**post[j++]=Opr;**

**else**

**{S.Push(Opr);**

**break;}**

**}//while**

**S.Push(str[i]);**

**}**

**}**

**}//for**

**while(!S.Empty())**

**post[j++]=S.Pop();**

**post[j]='\0';**

**cout<<post;**

**}**

**void infixTOprefix(char str[20])**

**{**

**char Opr,pre[20];**

**int i,j=0;**

**Stack S;**

**for(i=strlen(str)-1;i>=0;i--)**

**{**

**if(isalnum(str[i])) pre[j++]=str[i];**

**else**

**{**

**if(str[i]== '(')**

**{**

**Opr=S.Pop();**

**while(Opr!=')')**

**{ pre[j++]=Opr; Opr=S.Pop(); }//while**

**}**

**else { if(str[i]==')');**

**else while(!S.Empty())**

**{**

**Opr=S.Pop();**

**if(Opr!=')'&&Priority(Opr)>Priority(str[i]))**

**pre[j++]=Opr;**

**else**

**{S.Push(Opr);**

**break;}**

**}//while**

**S.Push(str[i]);**

**}**

**}**

**}//for**

**while(!S.Empty())**

**pre[j++]=S.Pop();**

**pre[j]='\0';**

**for(j--;j>=0;j--)**

**cout<<pre[j];**

**}**

**float Postfix\_Evaluation(char String[20])**

**{**

**int I=0;**

**float Operand1,Operand2,Result;**

**Stack S;**

**while(String[I]!='\0')**

**{**

**if(String[I]>='0' &&String[I]<='9')**

**S.Push(String[I]-48);**

**else**

**{**

**Operand2=S.Pop();**

**Operand1=S.Pop();**

**Result=Operation(String[I],Operand1,Operand2);**

**S.Push(Result);**

**}**

**I++;**

**}**

**return S.Pop();**

**}**

**//PreFix Expression Evaluation**

**float Prefix\_Evaluation(char String[20])**

**{**

**int I=strlen(String)-1;**

**float Operand1,Operand2,Result;**

**Stack S;**

**while(I>=0)**

**{**

**if(String[I]>='0' &&String[I]<='9')**

**S.Push(String[I]-48);**

**else**

**{**

**Operand1=S.Pop();**

**Operand2=S.Pop();**

**Result=Operation(String[I],Operand1,Operand2);**

**S.Push(Result);**

**}**

**I--;**

**}**

**return S.Pop();**

**}**

**int main()**

**{**

**int Choice;**

**char Expression[25],Answer;**

**do**

**{**

**cout<<"\n1:Infix to Prefix\n 2:Infix to Postfix\n 3:Postfix Evaluation\n 4:Prefix Evaluation";**

**cout<<"\nEnter your Choice: ";**

**cin>>Choice;**

**switch(Choice)**

**{**

**case 1:**

**cout<<"\nEnter infix Expression";**

**cin>>Expression;**

**infixTOprefix(Expression);**

**break;**

**case 2:**

**cout<<"\nEnter infix Expression";**

**cin>>Expression;**

**infixTOpostfix(Expression);**

**break;**

**case 3:**

**cout<<"\nEnter Postfix Expression";**

**cin>>Expression;**

**cout<<"\nEvaluated Result :"**

**<<Postfix\_Evaluation(Expression);**

**break;**

**case 4:**

**cout<<"\nEnter Prefix Expression";**

**cin>>Expression;**

**cout<<"\nEvaluated Result "**

**<<Prefix\_Evaluation(Expression);**

**break;**

**}**

**cout<<"\nContinue(y/n)...";**

**cin>>Answer;**

**}while(Answer=='y'||Answer=='Y');**

**return 0;**

**}**

**Output:**

**Exp3 circular queue**

Circular Queue

#include <iostream>

#define SIZE 5 /\* Size of Circular Queue \*/

using namespace std;

class Queue {

private:

int items[SIZE], front, rear;

public:

Queue() {

front = -1;

rear = -1;

}

// Check if the queue is full

bool isFull() {

if (front == 0 && rear == SIZE - 1) {

return true;

}

if (front == rear + 1) {

return true;

}

return false;

}

// Check if the queue is empty

bool isEmpty() {

if (front == -1)

return true;

else

return false;

}

// Adding an element

void enQueue() {

int element;

if (isFull()) {

cout << "Queue is full";

} else {

if (front == -1) front = 0;

rear = (rear + 1) % SIZE;

cout<<"Enter the element to be inserted: ";

cin>>element;

items[rear] = element;

cout << endl

<< "Inserted " << element << endl;

}

}

// Removing an element

int deQueue() {

int element;

if (isEmpty()) {

cout << "Queue is empty" << endl;

return (-1);

} else {

element = items[front];

if (front == rear) {

front = -1;

rear = -1;

}

// Q has only one element,

// so we reset the queue after deleting it.

else {

front = (front + 1) % SIZE;

}

return (element);

}

}

void display() {

// Function to display status of Circular Queue

int i;

if (isEmpty()) {

cout << endl

<< "Empty Queue" << endl;

} else {

cout << "Front -> " << front;

cout << endl

<< "Items -> ";

for (i = front; i != rear; i = (i + 1) % SIZE)

cout << items[i];

cout << items[i];

cout << endl

<< "Rear -> " << rear;

}

}

};

int main() {

Queue q;

// Fails because front = -1

q.deQueue();

q.enQueue();

q.enQueue();

q.enQueue();

q.enQueue();

q.enQueue();

// Fails to enqueue because front == 0 && rear == SIZE - 1

q.enQueue();

q.display();

int elem = q.deQueue();

if (elem != -1)

cout << endl

<< "Deleted Element is " << elem;

q.display();

q.enQueue();

q.display();

// Fails to enqueue because front == rear + 1

q.enQueue();

return 0;

}

b)

#include<iostream>

#include<string>

using namespace std;

#define size 3

struct patient\_name

{

    string firstname;

    string lastname;

};

struct patient

{

    patient\_name name;

    int age;

    string disease;

};

class patientQ

{

    private:

        int front, rear;

        struct patient s[size];

    public:

        patientQ()

        {

            front = -1;

            rear = -1;

        };

        bool isQueueFull()

        {

            if ((rear == size-1) || ((front == rear+1)))

            {

                return true;

            }

            // else if (front == (rear + 1))

            // {

            //     return true;

            // }

            else

            {

                return false;

            }

        }

        void enqueue(string fname, string lname, string d, int ag)

        {

            // if (rear == front)

            // {

            //     cout<<"\n\n \_\_\_\_\_ Currently queue is Overflowed ! \_\_\_\_\_";

            //     return;

            // }

            if (front == -1)

            {

                front = 0;

                rear = 0;  //addition

            }

            int temp = (rear+1)%size;

            s[rear].name.firstname = fname;

            s[rear].name.lastname = lname;

            s[rear].disease = d;

            s[rear].age = ag;

            // rear = temp;

        }

        bool isQueueEmpty()

        {

            if (front == -1)

            {

                return true;

            }

            else if (front == -1 && rear == -1)

            {

                return true;

            }

            else

            {

                return false;

            }

        }

        string dequeue()

        {

            {

                struct patient garbage;

                garbage = s[(size - rear)%size];

                if (front == rear)

                {

                    front = -1;

                    rear = -1;

                }

                else

                {

                    front = (front + 1)%size;

                }

                return (garbage.name.firstname);

            }

        }

        void view(int sz)

        {

            cout<<"\n\n Patient        Name              Age        Disease\n   No.                                           \n--------------------------------------------------------------\n";

            for (int i = 0; i < sz; i++)

            {

                cout<<"    "<<(i+1)<<".        "<<s[i].name.firstname<<" "<<s[i].name.lastname;

                cout<<"   ->>-  "<<s[i].age<<"   ->>-  "<<s[i].disease<<"\n\n";

            }

        }

};

int main()

{

    cout<<"-------------------------------------------------------------\n\t----- Standing in the Hospital Queue  -----\n-------------------------------------------------------------\n\n\t\t   /\_\_Garbage Values\_\_/";

    patientQ p;

    p.view(size);

    char stopApp[0];

    stopApp[0] = 'Y';

    int i = 0;

    while(true)

    {

        cout<<"\n\nSelect action from following : \n";

        cout<<" > 1. VIEW RECORDS\t> 2. ENQUEUE RECORDS\t> 3. DEQUEUE RECORD\t> 4. EXIT\n\t\t\tEnter choice (1/2/3/4): ";

        int choice;

        cin>>choice;

        (choice == 2)? i += 1 : 0;

        switch(choice)

        {

            case 1:

                p.view(size);

                break;

            case 2:

                if (p.isQueueFull() == false)

                {

                    string firstname, lastname, disease;

                    int age;

                    cout<<"\nPatient details -\n    "<<i<<".        Enter Patient Name : ";

                    cin>>firstname;

                    cin>>lastname;

                    cout<<"              Enter Age : ";

                    cin>>age;

                    cout<<"              Enter Disease : ";

                    cin>>disease;

                    p.enqueue(firstname, lastname, disease, age);

                    p.view(size);

                    break;

                }

                else

                {

                    cout<<"\n\n \_\_\_\_\_\_ Currently queue is Full ! \_\_\_\_\_\_\n    Please dequeue to get a empty spot\n";

                    break;

                }

            case 3:

                if (p.isQueueEmpty() == true)

                {

                    cout<<"\n\n \_\_\_\_\_ Currently queue is Empty ! \_\_\_\_\_";

                    break;

                }

                else

                {

                    cout<<"\n----------------- Last Patient '"<<p.dequeue()<<"' Discharged ! -----------------\n";

                    i--;

                    break;

                }

            case 4:

                cout<<" >Exited Hospital<\n --| END OF CODE |--";

                break;

            default :

                cout<<"\n Invalid choice !";

                break;

        }

        if (choice == 4)

        {

            break;

        }

        cout<<"\nDo you want to continue (Y/N) ? : ";

        cin>>stopApp[0];

        if (stopApp[0] == 'N' | stopApp[0] == 'n')

        {

            cout<<"\n\t ----------------| END OF CODE |----------------";

        }

    }

}

**Exp 4: Expression tree**

**#include <iostream>**

**using namespace std;**

**struct n {**

**char d;**

**n \*l;**

**n \*r;**

**};**

**char pf[50];**

**int top = -1;**

**n \*a[50];**

**int r(char inputch) {**

**if (inputch == '+' || inputch == '-' || inputch == '\*' || inputch== '/')**

**return (-1);**

**else if (inputch >= 'A' || inputch <= 'Z')**

**return (1);**

**else if (inputch >= 'a' || inputch <= 'z')**

**return (1);**

**else**

**return (-100);**

**}**

**void push(n \*tree) {**

**top++;**

**a[top] = tree;**

**}**

**n \*pop() {**

**top--;**

**return (a[top + 1]);**

**}**

**void construct\_expression\_tree(char \*suffix) {**

**char s;**

**n \*newl, \*p1, \*p2;**

**int flag;**

**s = suffix[0];**

**for (int i = 1; s != 0; i++) {**

**flag = r(s);**

**if (flag == 1) {**

**newl = new n;**

**newl->d = s;**

**newl->l = NULL;**

**newl->r = NULL;**

**push(newl);**

**} else {**

**p1 = pop();**

**p2 = pop();**

**newl = new n;**

**newl->d = s;**

**newl->l = p2;**

**newl->r = p1;**

**push(newl);**

**}**

**s = suffix[i];**

**}**

**}**

**void preOrder(n \*tree) {**

**if (tree != NULL) {**

**cout << tree->d;**

**preOrder(tree->l);**

**preOrder(tree->r);**

**}**

**}**

**void inOrder(n \*tree) {**

**if (tree != NULL) {**

**inOrder(tree->l);**

**cout << tree->d;**

**inOrder(tree->r);**

**}**

**}**

**void postOrder(n \*tree) {**

**if (tree != NULL) {**

**postOrder(tree->l);**

**postOrder(tree->r);**

**cout << tree->d;**

**}**

**}**

**int main(int argc, char \*\*argv) {**

**cout << "Enter Postfix Expression : ";**

**cin >> pf;**

**construct\_expression\_tree(pf);**

**cout << "In-Order Traversal : \n";**

**inOrder(a[0]);**

**cout << "\nPre-Order Traversal : \n";**

**preOrder(a[0]);**

**cout << "\nPost-Order Traversal : \n";**

**postOrder(a[0]);**

**return 0;**

**}**

**4 2 Source code:** #include <cstdlib> #include <iostream> using namespace std; typedef struct node

{

char data;

struct node\*left; struct node\*right;

} node;

typedef struct stacknode

{

node\* data;

struct stacknode\*next;

} stacknode;

class stack

{

stacknode \*top; public:

stack()

{

top = NULL;

}

node\*topp()

{

return top->data;

}

int isempty()

{

if (top == NULL)

{

return 1;

}

return 0;

}

void push(node\*a)

{

stacknode \*p;

p = new stacknode(); p->data = a;

p->next = top; top = p;

}

node\*pop()

{

stacknode \*p; node\* x;

x = top->data; p = top;

top = top->next; return x;

}

};

node\* create\_pre(char prefix[10]); node\* create\_post(char postfix[20]); void inorder\_non\_recursive(node\*t); void inorder(node\*p);

void preorder(node\*p); void postorder(node\*p);

void preorder\_non\_recursive(node\*t); void postorder\_non\_recursive(node\*t);

node\*create\_post(char postfix[10])

{

node \*p; stack s;

for (int i = 0; postfix[i] != '\0'; i++)

{

char token = postfix[i]; if (isalnum(token))

{

}

else

{

}

p = new node(); p->data = token; p->left = NULL;

p->right = NULL; s.push(p);

p = new node(); p->data = token;

p->right = s.pop(); p->left = s.pop();

s.push(p);

}

return s.pop();

}

node\* create\_pre(char prefix[10])

{

node \*p; stack s; int i;

for (i = 0; prefix[i] != '\0'; i++) {

}

i = i - 1;

for (; i>0; i--)

{

char token = prefix[i]; if (isalnum(token))

{

p = new node(); p->data = token; p->left = NULL;

p->right = NULL; s.push(p);

}

else

{

p = new node();

p->data = token; p->left = s.pop();

p->right = s.pop(); s.push(p);

}

}

return s.pop();

}

void inorder(node \*p)

{

if (p != NULL)

{

inorder(p->left); cout<<p->data; inorder(p->right);

}

}

void preorder(node \*p)

{

if (p != NULL)

{

cout<<p->data; preorder(p->left); preorder(p->right);

}

}

void postorder(node \*p)

{

if (p != NULL)

{

postorder(p->left); postorder(p->right); cout<<p->data;

}

}

void inorder\_non\_recursive(node \*t)

{

stack s;

while (t != NULL)

{

s.push(t); t = t->left;

}

while (s.isempty() != 1)

{

t = s.pop(); cout<<t->data; t = t->right;

while (t != NULL)

{

s.push(t); t = t->left;

}

}

}

void preorder\_non\_recursive(node \*t)

{

stack s;

while (t != NULL)

{

cout<<t->data; s.push(t);

t = t->left;

}

while (s.isempty() != 1)

{

t = s.pop(); t = t->right;

while (t != NULL)

{

cout<<t->data; s.push(t);

t = t->left;

}

}

}

void postorder\_non\_recursive(node \*t)

{

stack s, s1; node \*t1;

while (t != NULL)

{

s.push(t); s1.push(NULL); t = t->left;

}

while (s.isempty() != 1)

{

t = s.pop();

t1 = s1.pop();

if (t1 == NULL)

{

s.push(t); s1.push((node \*) 1); t = t->right;

while (t != NULL)

{

s.push(t); s1.push(NULL); t = t->left;

}

}

else

{

cout<<t->data;

}

}

}

int main()

{

node \*r = NULL, \*r1;

char postfix[10], prefix[10]; int x;

int ch, choice; do

{

cout<<" \tTREE OPERATIONS"<<endl;

cout<<"1) Construct tree from postfix/prefix expression "<<endl; cout<<"2) Inorder Traversal of Tree"<<endl;

cout<<"3) Preorder traversal"<<endl; cout<<"4) Postorder traversal"<<endl; cout<<"5) EXIT"<<endl; cout<<"Enter your choice : "; cin>>ch;

cout<<endl; switch (ch)

{

case 1:

cout<<"1) Postfix expression"<<endl; cout<<"2) Prefix expression"<<endl; cout<<"ENTER YOUR CHOICE :";

cin>>choice; cout<<endl;

if (choice == 1)

{

cout<<"Enter postfix expression : "<<endl; cin>>postfix;

r = create\_post(postfix);

}

else

{

cout<<"Enter prefix expression : "<<endl; cin>>prefix;

r = create\_pre(prefix);

}

cout<<endl;

cout<<"Tree created successfully"<<endl; cout<<endl;

break; case 2:

cout<<"Inorder Traversal of Tree with recursion : "; inorder(r);

cout<<endl;

cout<<"Inorder Traversal of Tree without recursion : "; inorder\_non\_recursive(r);

cout<<endl; cout<<endl; break;

case 3:

cout<<"Preorder traversal with recursion of tree "; preorder(r);

cout<<endl;

cout<<"Preorder traversal without recursion : "; preorder\_non\_recursive(r);

cout<<endl; cout<<endl; break;

case 4:

cout<<"Postorder traversal with recursion of tree : "; postorder(r);

cout<<endl;

cout<<"Postorder traversal without recursion of tree : "; postorder\_non\_recursive(r);

cout<<endl; cout<<endl; break;

}

}

while (ch != 5); return 0;

}

Ouput:

Exp: 5 BST

#include<iostream>

using namespace std;

typedef struct TreeNode

{

    int data;

    struct TreeNode \*left;

    struct TreeNode \*right;

}TreeNode;

typedef struct Node

{

   struct TreeNode \*TreeNode;

   struct Node \*next;

}Node;

class Queue

{

   Node \*front,\*rear;

public:

    Queue()

    {

       front=NULL;

       rear=NULL;

    }

    int isEmpty()

    {

       return (front==NULL)?1:0;

    }

    void enque(TreeNode \*t)

    {

        Node \*p;

        p=new Node();

        p->TreeNode = t;

        p->next=NULL;

        if(front==NULL)

        {

         front=p;

         rear=p;

        }

        else

        {

         rear->next = p;

         rear = rear->next;

        }

    }

    TreeNode\* deque()

    {

        Node \*p;

        TreeNode \*temp;

        p = front;

        temp = front->TreeNode;

        if(front==rear)

        {

            front=NULL;

            rear=NULL;

        }

        else

        {

            front = front->next;

        }

        delete p;

        return temp;

    }

};

class Tree

{

    TreeNode \*t;

public:

    Tree()

    {

        t=NULL;

    }

    TreeNode \*insert(int x)

    {

        TreeNode \*p,\*q,\*r;

        p = new TreeNode();

        p->data=x;

        p->left=NULL;

        p->right=NULL;

        if(t==NULL)

            return p;

        q=t;

        r=t;

        while(r!=NULL)

        {

            q=r;

            if(x < r->data)

                r=r->left;

            else

                r=r->right;

        }

        if(x<q->data)

            q->left=p;

        else

            q->right=p;

        return t;

    }

    TreeNode \*create()

    {

        int n,i,key;

        cout<<"\nEnter the number of Nodes : ";

        cin>>n;

        for(i=0;i<n;i++)

        {

            cout<<"\nEnter the data : ";

            cin>>key;

            t=insert(key);

        }

        return t;

    }

    void inorder(TreeNode \*t)

    {

        if(t!=NULL)

        {

            inorder(t->left);

            cout<<"\t"<<t->data;

            inorder(t->right);

        }

    }

    TreeNode\* search(int key)

    {

        TreeNode \*s=t;

        while(s!=NULL)

        {

            if(s->data==key)

                return t;

            else if(s->data<key)

                s=s->right;

            else

                s=s->left;

        }

        return NULL;

    }

    TreeNode \*getMin(TreeNode \*r)

    {

        while(r->left != NULL)

        {

            r=r->left;

        }

        return r;

    }

    TreeNode \*del(TreeNode \*t,int key)

    {

        TreeNode \*temp;

        if(t==NULL)

        {

            return NULL;

        }

        if(key<t->data)

        {

            t->left=del(t->left,key);

            return t;

        }

        if(key>t->data)

        {

            t->right=del(t->right,key);

            return t;

        }

        //element found

        //no child

        if(t->left==NULL&t->right==NULL)

        {

            temp=t;

            delete temp;

            return NULL;

        }

        //one child

        if(t->left!=NULL&&t->right==NULL)

        {

            temp=t;

            t=t->left;

            delete temp;

            return t;

        }

        if(t->left==NULL&&t->right!=NULL)

        {

            temp=t;

            t=t->right;

            delete temp;

            return t;

        }

        //both child present

        temp=getMin(t->right);

        t->data=temp->data;

        t->right=del(t->right,temp->data);

        return t;

    }

    TreeNode \*mirror(TreeNode \*t)

    {

        TreeNode \*temp;

        if(t==NULL)

        {

            return NULL;

        }

        temp=t->left;

        t->left=mirror(t->right);

        t->right=mirror(temp);

        return t;

    }

    void level\_wise()

    {

        TreeNode \*t1;

        Queue q1;

        if(t==NULL)

            return;

        q1.enque(t);

        cout<<"\n "<<t->data;

        while(q1.isEmpty()!=1)

        {

            cout<<"\n";

            Queue q2;

            while(q1.isEmpty()!=1)

            {

                t1=q1.deque();

                if(t1->left!=NULL)

                {

                    q2.enque(t1->left);

                    cout<<" "<<t1->left->data;

                }

                if(t1->right!=NULL)

                {

                    q2.enque(t1->right);

                    cout<<" "<<t1->right->data;

                }

            }

            q1=q2;

        }

    }

};

int main()

{

    int choice,key;

    TreeNode \*root,\*result;

    Tree t;

    do

    {

        cout<<"\n=======================================";

        cout<<"\nMENU";

        cout<<"\n=======================================";

        cout<<"\n1.Create\n2.Insert\n3.Display\n4.Search\n5.Delete\n6.Mirror image\n7.Display Level wise\n8.Minimum\n9.Exit";

        cout<<"\n\nEnter your Choice : ";

        cin>>choice;

        switch(choice)

        {

        case 1:root = t.create();break;

        case 2:

            cout<<"\nEnter the number to Insert : ";

            cin>>key;

            root=t.insert(key);

            break;

        case 3:

            cout<<"\n-----------------------------------------------";

            cout<<"\nBINARY TREE :-";

            t.inorder(root);

            cout<<"\n-----------------------------------------------";

            break;

        case 4:

            cout<<"\n--------------------------";

            cout<<"\nEnter the Node to search :";

            cin>>key;

            result = t.search(key);

            if(result==NULL)

            {

                cout<<"\nNODE "<<key<<" NOT FOUND";

            }

            else

            {

                cout<<"\nNODE "<<key<<" IS FOUND";

            }

            cout<<"\n--------------------------";

            break;

        case 5:

            cout<<"\n--------------------------";

            cout<<"\nEnter the Node to delete :";

            cin>>key;

            result = t.del(root,key);

            root=result;

            cout<<"\nNODE DELETED !!";

            cout<<"\n--------------------------";

            break;

        case 6:

            cout<<"\n--------------------------";

            root=t.mirror(root);

            cout<<"\nMirror image of the binary Tree :";

            t.inorder(root);

            cout<<"\n--------------------------";

            break;

        case 7:

            cout<<"\n--------------------------";

            cout<<"\nLevel Wise Display :";

            cout<<"\n--------------------------";

            t.level\_wise();

            cout<<"\n--------------------------";

            break;

        case 8:

            result = t.getMin(root);

            cout<<"\n--------------------------";

            cout<<"\nMINIMUM = "<<result->data;

            cout<<"\n--------------------------";

            break;

        case 9:return 0;

        default:cout<<"\nInvalid Choice !!";

        }

    }while(choice!=9);

}

Output: Create Tree:

Enter Number5 5

Add More...(Y/N)y Enter Number2

5

2

Add More...(Y/N)y Enter Number2

Number already present 5 2

Add More...(Y/N)y Enter Number4

5

2

4

Add More...(Y/N)y Enter Number6

5

2 6

4

Add More...(Y/N)y Enter Number1

5

2 6

1 4

Add More...(Y/N)n

1: Insert 2: Display Tree 3:Search 4:Display Leaf Nodes

5:Depth of Tree 6: Display Mirror image 7 :Display Levelwise 8: Delete Node 9: Exit2

Inorder Display 1 2 4 5 6

1: Insert 2: Display Tree 3:Search 4:Display Leaf Nodes

5:Depth of Tree 6: Display Mirror image 7 :Display Levelwise 8: Delete Node 9: Exit3 Enter Data to search6

Node Present

1: Insert 2: Display Tree 3:Search 4:Display Leaf Nodes

5:Depth of Tree 6: Display Mirror image 7 :Display Levelwise 8: Delete Node 9: Exit4

Leaf Nodes 1 4 6

1: Insert 2: Display Tree 3:Search 4:Display Leaf Nodes

5:Depth of Tree 6: Display Mirror image 7 :Display Levelwise 8: Delete Node 9: Exit5

Depth of Tree 3

1: Insert 2: Display Tree 3:Search 4:Display Leaf Nodes

5:Depth of Tree 6: Display Mirror image 7 :Display Levelwise 8: Delete Node 9: Exit6

Mirror 5

6 2

4 1

1: Insert 2: Display Tree 3:Search 4:Display Leaf Nodes

5:Depth of Tree 6: Display Mirror image 7 :Display Levelwise 8: Delete Node 9: Exit9

**Exp 6: threded binary tree**

#include<iostream>

using namespace std;

class Ttree

{

public:

char Data;

int LFlag,RFlag; Ttree \*Left,\*Right;

Ttree(char c='\0'){Data=c;LFlag=RFlag=1;Left=Right=NULL;}

};

class Threaded\_Tree

{

Ttree \*Head; public:

Threaded\_Tree(){Head=new Ttree; Head->Right=Head;} void Create(char[]);

void PreTrav(); void InTrav();

};

void Threaded\_Tree ::Create(char Estr[25])

{

Ttree \*Stk[20], \*Temp; int Top=-1, I=0; while(Estr[I]!='\0')

{

Ttree \*Node=new Ttree(Estr[I]); Node->Left=Node->Right=Head; if(isalnum(Estr[I]));

else

{

Node->Right=Temp=Stk[Top--]; while(Temp->Left!=Head)

Temp=Temp->Left;

Temp->Left=Node; Node->RFlag=0;

Node->Left=Temp=Stk[Top--]; while(Temp->Right!=Head)

Temp=Temp->Right; Temp->Right=Node; Node->LFlag=0;

}

Stk[++Top]=Node; I++;

}

Head->Left=Stk[Top--]; }

void Threaded\_Tree::InTrav()

{

Ttree \*Temp=Head->Left; do

{

while(!Temp->LFlag) Temp=Temp->Left; cout<<Temp->Data; Temp=Temp->Right; cout<<Temp->Data; Temp=Temp->Right;

}while(Temp!=Head);

}

void Threaded\_Tree::PreTrav()

{

Ttree \*Temp=Head->Left; do

{

while(!Temp->LFlag)

{

cout<<Temp->Data; Temp=Temp->Left;

}

cout<<Temp->Data; Temp=Temp->Right; Temp=Temp->Right;

}while(Temp!=Head);

}

int main()

{

Threaded\_Tree B; char Estr[25];

cout<<"Enter Postfix Expression"; cin>>Estr;

B.Create(Estr);

cout<<" \n \n "; cout<<" \nPreorder : \n";

B.PreTrav();

cout<<" \n \n "; cout<<" \n Inorder : \n";

B.InTrav();

cout<<" \n \n ";

}

Output:

Enter Postfix Expression31+

- Preorder :

+31

-

Inorder :

3+1

**7 kruskal Input:**

**#include<iostream>**

**#include<string.h>**

**using namespace std;**

**class Graph**

**{**

**char Vnames[10][10];**

**int cost[10][10],no;**

**public:**

**Graph();**

**void creat\_graph();**

**void display();**

**int Position(char[]);**

**void kru();**

**void prims();**

**};**

**Graph::Graph()**

**{**

**no=0;**

**for(int i=0;i<10;i++)**

**for(int j=0;j<10;j++)**

**{**

**if(i==j)**

**cost[i][j]=0;**

**else**

**cost[i][j]=999;**

**}**

**}**

**void Graph::creat\_graph()**

**{**

**char ans,Start[10],End[10];**

**int wt,i,j;**

**cout<<"Enter number of nodes:";**

**cin>>no;**

**cout<<"\n Enter vertex name:";**

**for(i=0;i<no;i++)**

**cin>>Vnames[i];**

**do**

**{**

**cout<<"\nEnter Start and end point of edge:";**

**cin>>Start>>End;**

**cout<<"Enter weight:";**

**cin>>wt;**

**i=Position(Start);**

**j=Position(End);**

**cost[j][i]=cost[i][j]=wt;**

**cout<<"\nMore Edges: ";**

**cin>>ans;**

**}while(ans=='y' || ans=='Y');**

**}**

**void Graph::display()**

**{**

**int i,j;**

**cout<<"\nAdjecancy Matrix\n\t";**

**for(i=0;i<no;i++)**

**cout<<"\t"<<Vnames[i];**

**for(i=0;i<no;i++)**

**{**

**cout<<"\n\t"<<Vnames[i];**

**for(j=0;j<no;j++)**

**cout<<"\t"<<cost[i][j];**

**}**

**}**

**int Graph::Position(char S[10])**

**{**

**int i;**

**for(i=0;i<10;i++)**

**if(strcmp(Vnames[i],S)==0)**

**break;**

**return i;**

**}**

**void Graph::kru()**

**{**

**int i,j,v[10],x,y,min\_cost=0,min,gr=1,flag=0,temp,d;**

**for(i=0;i<no;i++)**

**v[i]=0;**

**cout<<"\n node1\tnode2\tweight";**

**while(flag==0)**

**{**

**min=999;**

**for(i=0;i<no;i++)**

**{ for(j=0;j<no;j++)**

**{ if(i!=j && cost[i][j]<min)**

**{**

**min=cost[i][j];**

**x=i;**

**y=j;**

**}**

**}**

**}**

**if(v[x]==0 && v[y]==0)**

**{ v[x]=gr;v[y]=gr; gr++; }**

**else if(v[x]==0 && v[y]!=0)**

**v[x]=v[y];**

**else if(v[y]==0 && v[x]!=0)**

**v[y]=v[x];**

**else if(v[y]!=0 && v[x]!=0)**

**{**

**d=v[y];**

**for(i=0;i<no;i++)**

**if(v[i]==d)**

**v[i]=v[x];**

**}**

**cost[x][y]=cost[y][x]=999;**

**cout<<"\n"<<Vnames[x]<<"\t"<<Vnames[y]<<"==>\t"<<min;**

**min\_cost+=min;**

**temp=v[0]; flag=1;**

**for(i=0;i<no;i++)**

**{**

**if(temp!=v[i])**

**{ flag=0; break;}**

**}**

**}**

**cout<<"\nminimum path is of value "<<min\_cost;**

**}**

**void Graph::prims()**

**{**

**int c=1,b,i,j,x,y,min\_cost=0,min,v[10]={0};**

**char start[10]="\0";**

**cout<<"\nfrom which City you want to start:";**

**cin>>start;**

**b=Position(start);**

**v[b]=1;**

**cout<<"\n City1\tCity2\tDistance";**

**while(c<no)**

**{**

**min=999;**

**for(i=0;i<no;i++)**

**{**

**if(v[i])**

**{**

**for(j=0;j<no;j++)**

**{**

**if(cost[i][j]<min && v[j]==0)**

**{**

**min=cost[i][j];**

**x=i;y=j;**

**}**

**}**

**}**

**}**

**cout<<"\n"<< Vnames [x]<<"\t"<< Vnames [y]<<"\t"<<min;**

**min\_cost+=min;**

**cost[x][y]=cost[y][x]=999;**

**v[y]=1;**

**c++;**

**}**

**cout<<"\nMinimum Total cost"<<min\_cost;**

**}**

**main()**

**{**

**Graph G,G1;**

**G1.creat\_graph();**

**G1.display();**

**G1.prims();**

**G.creat\_graph();**

**G.display();**

**G.kru();**

**}**

**Output:**

**Prisms algo**

**#include<iostream>**

**using namespace std;**

**// Number of vertices in the graph**

**const int V=6;**

**// Function to find the vertex with minimum key value**

**int min\_Key(int key[], bool visited[])**

**{**

**int min = 999, min\_index; // 999 represents an Infinite value**

**for (int v = 0; v < V; v++) {**

**if (visited[v] == false && key[v] < min) {**

**// vertex should not be visited**

**min = key[v];**

**min\_index = v;**

**}**

**}**

**return min\_index;**

**}**

**// Function to print the final MST stored in parent[]**

**int print\_MST(int parent[], int cost[V][V])**

**{**

**int minCost=0;**

**cout<<"Edge \tWeight\n";**

**for (int i = 1; i< V; i++) {**

**cout<<parent[i]<<" - "<<i<<" \t"<<cost[i][parent[i]]<<" \n";**

**minCost+=cost[i][parent[i]];**

**}**

**cout<<"Total cost is"<<minCost;**

**}**

**// Function to find the MST using adjacency cost matrix representation**

**void find\_MST(int cost[V][V])**

**{**

**int parent[V], key[V];**

**bool visited[V];**

**// Initialize all the arrays**

**for (int i = 0; i< V; i++) {**

**key[i] = 999; // 99 represents an Infinite value**

**visited[i] = false;**

**parent[i]=-1;**

**}**

**key[0] = 0; // Include first vertex in MST by setting its key vaue to 0.**

**parent[0] = -1; // First node is always root of MST**

**// The MST will have maximum V-1 vertices**

**for (int x = 0; x < V - 1; x++)**

**{**

**// Finding the minimum key vertex from the**

**//set of vertices not yet included in MST**

**int u = min\_Key(key, visited);**

**visited[u] = true; // Add the minimum key vertex to the MST**

**// Update key and parent arrays**

**for (int v = 0; v < V; v++)**

**{**

**// cost[u][v] is non zero only for adjacent vertices of u**

**// visited[v] is false for vertices not yet included in MST**

**// key[] gets updated only if cost[u][v] is smaller than key[v]**

**if (cost[u][v]!=0 && visited[v] == false && cost[u][v] < key[v])**

**{**

**parent[v] = u;**

**key[v] = cost[u][v];**

**}**

**}**

**}**

**// print the final MST**

**print\_MST(parent, cost);**

**}**

**// main function**

**int main()**

**{**

**int cost[V][V];**

**cout<<"Enter the vertices for a graph with 6 vetices";**

**for (int i=0;i<V;i++)**

**{**

**for(int j=0;j<V;j++)**

**{**

**cin>>cost[i][j];**

**}**

**}**

**find\_MST(cost);**

**return 0;**

**}**

![output](data:image/png;base64,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)Figure 2

**Exp 8 : shortest path**

**#include <iostream>**

**#include<string.h>**

**#include<iomanip>**

**using namespace std;**

**class graph**

**{**

**char Vnames[10][10];**

**int nodes,cost[10][10];**

**public:**

**graph();**

**int Position(char S[10]);**

**void creat\_graph();**

**void display();**

**void Dijkstra();**

**};**

**graph::graph()**

**{**

**nodes=0;**

**for(int i=0;i<10;i++)**

**for(int j=0;j<10;j++)**

**{**

**if(i==j)**

**cost[i][j]=0;**

**else**

**cost[i][j]=999;**

**}**

**}**

**void graph::creat\_graph()**

**{**

**char ans,Start[10],End[10];**

**int wt,i,j;**

**cout<<"Enter number of nodes";**

**cin>>nodes;**

**cout<<"\n Enter vertex name:";**

**for(i=0;i<nodes;i++)**

**{ cin>>Vnames[i];**

**}**

**do**

**{**

**cout<<"\nEnter Start and end point of edge";**

**cin>>Start>>End;**

**cout<<"Enter weight";**

**cin>>wt;**

**i=Position(Start);**

**j=Position(End);**

**cost[j][i]=cost[i][j]=wt;**

**cout<<"\nMore Edges ";**

**cin>>ans;**

**}while(ans=='y' || ans=='Y');**

**}**

**void graph::display()**

**{**

**int i,j;**

**cout<<"\nAdjecancy Matrix\n\t";**

**for(i=0;i<nodes;i++)**

**cout<<"\t"<<Vnames[i];**

**for(i=0;i<nodes;i++)**

**{**

**cout<<"\n\t"<<Vnames[i];**

**for(j=0;j<nodes;j++)**

**cout<<"\t"<<cost[i][j];**

**}**

**}**

**int graph::Position(char S[10])**

**{**

**int i;**

**for(i=0;i<10;i++)**

**if(strcmp(Vnames[i],S)==0)**

**break;**

**return i;**

**}**

**void graph::Dijkstra()**

**{**

**int x,dis[10],visit[10],flag[10]={0};**

**int i,j,v,sor,min,mnode,k;**

**char Start[10];**

**cout<<"\nSingle Source & multiple destinations Algo";**

**cout<<"\nEnter Source: ";**

**cin>>Start;**

**sor=Position(Start);**

**flag[sor]=1; //init.**

**dis[sor]=0;**

**for(v=0;v<nodes;v++) // initial distance matrix**

**{ dis[v]=cost[sor][v];}**

**visit[0]=sor;**

**cout<<"\nShortest path matrics\nNode\t\t Weight\n\t ";**

**for(i=0;i<nodes;cout<<setw(3)<<i,i++);**

**i=0;**

**cout<<"\n";**

**for(x=0;x<=i;x++)**

**cout<<setw(3)<<visit[x];**

**for(x=i+1;x<nodes;x++)**

**cout<<" -";**

**cout<<" : ";**

**for(x=0;x<nodes;x++)**

**cout<<setw(3)<<dis[x];**

**/\*main loop \*/**

**for(i=1;i<nodes;i++)**

**{ min=999;**

**for(k=0;k<nodes;k++)**

**{**

**if(flag[k]==0 && dis[k] < min) //find min. distance**

**{min=dis[k];mnode=k;}**

**}**

**flag[mnode]=1;**

**visit[i]=mnode;**

**for(j=0;j<nodes;j++)**

**{ if(flag[j]==0 && cost[mnode][j]!=999)**

**{ if(dis[j]>dis[mnode]+cost[mnode][j])**

**dis[j]=dis[mnode]+cost[mnode][j];**

**}**

**}**

**cout<<"\n";**

**for(x=0;x<=i;x++)**

**cout<<setw(3)<<visit[x];**

**for(x=i+1;x<nodes;x++)**

**cout<<" -";**

**cout<<" : ";**

**for(x=0;x<nodes;x++)**

**cout<<setw(3)<<dis[x];**

**}**

**}**

**int main()**

**{**

**graph ShortestPath;**

**ShortestPath.creat\_graph();**

**ShortestPath.display();**

**ShortestPath.Dijkstra();**

**return 0;**

**}**

**Output:**

**Enter number of nodes 4**

**Enter vertex name: A B C D**

**Enter Start and end point of edge A B**

**Enter weight12**

**More Edges y**

**Enter Start and end point of edgeB C**

**Enter weight35**

**More Edges y**

**Enter Start and end point of edgeC D**

**Enter weight11**

**More Edges y**

**Enter Start and end point of edgeA D**

**Enter weight67**

**More Edges n**

**Adjecancy Matrix**

**A B C D**

**A 0 12 999 67**

**B 12 0 35 999**

**C 999 35 0 11**

**D 67 999 11 0**

**Single Source & multiple destinations Algo**

**Enter Source: D**

**Shortest path matrics**

**Node Weight**

**0 1 2 3**

**3 - - - : 67999 11 0**

**3 2 - - : 67 46 11 0**

**3 2 1 - : 58 46 11 0**

**3 2 1 0 : 58 46 11 0**

**Exp 9: SOURCE CODE: heap sort**

**#include <iostream>**

**using namespace std;**

**class Heap**

**{**

**int H[20];**

**public:**

**Heap(){H[0]=0;}**

**void insert(int);**

**void Sort();**

**};**

**void Heap::insert(int Num)**

**{**

**int i,T;**

**i=++H[0];**

**H[i]=Num;**

**while(i/2>0)**

**{ if(H[i] > H[i/2])**

**{ T=H[i];H[i]=H[i/2];H[i/2]=T;}**

**i=i/2;**

**}**

**cout<<endl<<H[0]<<" :";**

**for(i=1;i<=H[0];i++) cout<<" "<<H[i];**

**}**

**void Heap::Sort()**

**{ cout<<"\nSort";**

**int i=H[0],j,k,T;**

**while(i>1)**

**{**

**T=H[1];H[1]=H[i];H[i]=T;**

**i--;**

**k=j=1;**

**while(j<=k)**

**{ //cout<<"\nL"<<H[j\*2]<<" R"<<H[j\*2+1];**

**if((j\*2+1)<=i)**

**{ if(H[j\*2]>H[j\*2+1]) k=j\*2;//cout<<"if";}**

**else k=j\*2+1;}//cout<<"else";}}**

**else if((j\*2)<=i) k=j\*2 ;//cout<<"else2";}**

**//cout<<"\nj:"<<j;**

**if(j!=k && H[j]<H[k])**

**{ T=H[k];H[k]=H[j];H[j]=T;**

**j=k; }**

**else break;**

**cout<<endl<<H[0]<<" :";**

**for(int l=1;l<=i;l++) cout<<" "<<H[l];**

**}**

**}**

**cout<<"\nSorted Data\n";**

**cout<<endl<<H[0]<<" :";**

**for(i=1;i<=H[0];i++) cout<<" "<<H[i];**

**}**

**int main()**

**{**

**Heap Hp;**

**int no,Num;**

**cout<<"\n How many numbers you want to insert";**

**cin>>no;**

**for(int i=0;i<no;i++)**

**{**

**cout<<"\nEnter Number:";**

**cin>>Num;**

**Hp.insert(Num);**

**}**

**Hp.Sort();**

**return 1;**

**}**

**Output:**

**How many numbers you want to insert 5**

**Enter Number:23**

**1 : 23**

**Enter Number:112**

**2 : 112 23**

**Enter Number:34**

**3 : 112 23 34**

**Enter Number:123**

**4 : 123 112 34 23**

**Enter Number:54**

**5 : 123 112 34 23 54**

**Sort**

**5 : 112 54 34 23**

**5 : 54 23 34**

**Sorted Data**

**5 : 23 34 54 112 123**

**9.**

**#include <bits/stdc++.h>**

**using namespace std;**

**//Heapify function to maintain heap property.**

**void Heapify(int A[], int n, int i)**

**{**

**int large = i;**

**int left = 2 \* i + 1, right = 2 \* i + 2;**

**if (left < n && A[large] < A[left])**

**large = left;**

**if (right < n && A[large] < A[right])**

**large = right;**

**// large contains the index of largest value from all three**

**if (large == i)**

**return;**

**swap(A[large], A[i]);**

**Heapify(A, n, large);**

**}**

**//Function to build a Heap from array.**

**void buildHeap(int A[], int n)**

**{**

**// internal nodes are from n/2-1 to 0**

**for (int i = n / 2 - 1; i >= 0; --i)**

**Heapify(A, n, i);**

**}**

**//Function to sort an array using Heap Sort.**

**void heapSort(int A[], int n)**

**{**

**buildHeap(A, n);**

**for (int i = n - 1; i > 0; --i)**

**{**

**swap(A[0], A[i]);**

**Heapify(A, i, 0);**

**}**

**}**

**int main()**

**{**

**cout<<"\nEnter size of array (>7): ";**

**int size;**

**againSize :**

**{**

**cin>>size;**

**if(size < 8)**

**{**

**cout<<"\nSize of array is smaller, input size should be greater than '7'";**

**goto againSize;**

**}**

**}**

**cout<<"\nEnter "<<size<<" no. of elements of array : ";**

**int array[size];**

**for(int i = 0; i < size; i++)**

**{**

**cin>>array[i];**

**}**

**cout<<"\nArray befor Heap Sort :";**

**for(int i = 0; i < size; i++)**

**{**

**cout<<" "<<array[i];**

**}**

**cout<<"\nArray after Heap Sort :";**

**heapSort(&array[0], size);**

**for(int i = 0; i < size; i++)**

**{**

**cout<<" "<<array[i];**

**}**

**}**

**Exp 10: file handling**

**#include <iostream>**

**#include<fstream>**

**using namespace std;**

**class student**

**{ int roll,div;**

**char name[10],address[10];**

**public:**

**student(){ name[0]=address[0]='\0';div=roll=-1;}**

**void getdata(); void putdata();**

**int return\_Roll(){ return roll;} };**

**void student::getdata()**

**{ cout<<"\nEnter Student Data";**

**cout<<"\nName: ";cin>>name;**

**cout<<"\nAddress: ";cin>>address;**

**cout<<"\nRoll Number: ";cin>>roll;**

**cout<<"\nDiv(1/2): ";cin>>div; }**

**void student::putdata()**

**{**

**cout<<"\n"<<div<<"\t"<<roll<<"\t"<<name<<"\t"<<address;**

**}**

**class seq**

**{**

**char fname[10];**

**public:**

**void create();**

**void display();**

**void Add();**

**void Remove(int);**

**void Modify(int);**

**void search(int);**

**};**

**void seq::create()**

**{**

**ofstream fp;**

**student s;**

**cout<<"Enter file name=";**

**cin>>fname;**

**fp.open(fname);**

**s.getdata();**

**fp.write(reinterpret\_cast<char\*>(&s),sizeof(s));**

**fp.close();**

**}**

**void seq::display()**

**{**

**ifstream fp;**

**student s;**

**fp.open(fname);**

**fp.read(reinterpret\_cast<char\*>(&s),sizeof(s));**

**while(!fp.eof())**

**{**

**s.putdata();**

**fp.read(reinterpret\_cast<char\*>(&s),sizeof(s));**

**}**

**fp.close();**

**}**

**void seq::Add()**

**{**

**ofstream fp;**

**student s;**

**fp.open(fname,ios::app);**

**s.getdata();**

**fp.write(reinterpret\_cast<char\*>(&s),sizeof(s));**

**fp.close();**

**}**

**void seq::Remove(int key)**

**{ ifstream f1;**

**ofstream f2;**

**student s; int Flag=0;**

**f1.open(fname);**

**f2.open("Temp.Txt");**

**f1.read(reinterpret\_cast<char\*>(&s),sizeof(s));**

**while(!f1.eof())**

**{**

**if(key==s.return\_Roll())**

**Flag=1;**

**else**

**f2.write(reinterpret\_cast<char\*>(&s),sizeof(s));**

**f1.read(reinterpret\_cast<char\*>(&s),sizeof(s));**

**}**

**f1.close(); f2.close();**

**remove(fname);**

**rename("Temp.Txt",fname);**

**if(Flag==0) cout<<"Record does not present ";**

**else cout<<"Record deleted successfully";**

**}**

**void seq::Modify(int key)**

**{**

**ifstream f1;**

**ofstream f2; student s;**

**f1.open(fname);**

**f2.open("Temp.Txt");**

**f1.read(reinterpret\_cast<char\*>(&s),sizeof(s));**

**while(!f1.eof())**

**{**

**if(key==s.return\_Roll())**

**{**

**cout<<"Enter data to modify";**

**s.getdata();**

**}**

**f2.write(reinterpret\_cast<char\*>(&s),sizeof(s));**

**f1.read(reinterpret\_cast<char\*>(&s),sizeof(s));**

**}**

**f1.close(); f2.close();**

**remove(fname);**

**rename("Temp.Txt",fname);**

**}**

**void seq::search(int key)**

**{**

**ifstream fp;**

**student s; int flag=0;**

**fp.open(fname);**

**fp.read(reinterpret\_cast<char\*>(&s),sizeof(s));**

**while(!fp.eof())**

**{**

**if(key==s.return\_Roll())**

**{ flag=1;**

**s.putdata();**

**break;**

**}**

**fp.read(reinterpret\_cast<char\*>(&s),sizeof(s));**

**}**

**if(flag==0) cout<<"Record does not present ";**

**fp.close();**

**}**

**int main()**

**{**

**seq ob; int ch,key;**

**do**

**{**

**cout<<"1: Create Database\n2: Display\n3: Add a record\n4: Delete \n5: Modify ";**

**cout<<"Enter your choice: "; cin>>ch;**

**switch(ch)**

**{**

**case 1:**

**ob.create(); break;**

**case 2:**

**ob.display(); break;**

**case 3:**

**ob.Add(); break;**

**case 4:**

**cout<<"\nEnter Roll No to delete"; cin>>key;**

**ob.Remove(key);**

**break;**

**case 5:**

**cout<<"\nEnter Roll No to Modify"; cin>> key;**

**ob.Modify(key);**

**break;**

**}**

**}while(ch<6);**

**}**

**OUTPUT:**

**/tmp/gG3oT6zayL.o**

**1: Create Database**

**2: Display**

**3: Add a record**

**4: Delete**

**5: Modify Enter your choice: 1**

**Enter file name=SCOE**

**Enter Student Data**

**Name: M**

**Address: PUNE**

**Roll Number: 02**

**Div(1/2): 2**

**1: Create Database**

**2: Display**

**3: Add a record**

**4: Delete**

**5: Modify Enter your choice: 3**

**Enter Student Data**

**Name: MANAV**

**Address: PUNE**

**Roll Number: 04**

**Div(1/2): 2**

**1: Create Database**

**2: Display**

**3: Add a record**

**4: Delete**

**5: Modify Enter your choice: 2**

#include <bits/stdc++.h>

using namespace std;

struct DoB

{

    int day, month, year;

};

struct StudentForm

{

    int roll\_no;

    string stud\_name, stud\_address;

    DoB stud\_DoB;

    float stud\_percent;

};

class DatabaseFile

{

    StudentForm stud\_rec;  //single declaration for simplified usage of struct StudentForm

    public :

        void CreateAFile();

        void AddNewRecord();

        void DisplayFileContent();

        void SearchRecord();

        void ModifyRecord();

        void DeleteRecord();

};

void DatabaseFile :: CreateAFile()

{

    ifstream file\_exist("StudentData.dat");

    if(file\_exist)  //validity to check if file needs to be created again or exist already

    {

        cout<<"\nFile 'StudentData.dat' already exist in this directory !\nFile contents are...";

        DatabaseFile :: DisplayFileContent();

        return;

    }

    fstream file("StudentData.dat", ios::out | ios::binary);  //open file in write mode to create new database

    cout<<"\nNew file StudentData.dat created..\n";

    AddNewRecord();  //add initial record

    file.close();

}

void DatabaseFile :: AddNewRecord()

{

    cout<<"\nFill student details :\nRoll No. : ";

    cin>>stud\_rec.roll\_no;

    cin.ignore();

    fstream write\_file("StudentData.dat", ios::app | ios::binary); //open file in append mode

    fstream read\_file("StudentData.dat", ios::in | ios::binary); //open file in read with different pointer

    StudentForm s1;

    read\_file.read((char\*)&s1, sizeof(s1));

    int flag\_interating\_through\_file = 1;

    while(!read\_file.eof())  //read file till end for roll no. validity check

    {

        if(s1.roll\_no == stud\_rec.roll\_no)

        {

            cout<<"\nStudent with roll no. "<<stud\_rec.roll\_no<<" already exist !\n";

            flag\_interating\_through\_file = 0;

            break;

        }

        else

        {

            read\_file.read((char\*)&s1, sizeof(s1));  //read next record

        }

    }

    if(flag\_interating\_through\_file == 1)  //if roll no. is unique then only write to the file

    {

        cout<<"\nName : ";

        getline(cin, stud\_rec.stud\_name);

        cout<<"\nAddress : ";

        getline(cin, stud\_rec.stud\_address);

        cout<<"\nDate of birth(DD/MM/YYYY) : ";

        string date;

        getline(cin, date);

        stud\_rec.stud\_DoB.day = stoi(date.substr(0, 2));

        stud\_rec.stud\_DoB.month = stoi(date.substr(3, 2));

        stud\_rec.stud\_DoB.year = stoi(date.substr(6, 4));

        cout<<"\nPercentage marks : ";

        cin>>stud\_rec.stud\_percent;

        write\_file.write((char\*)&stud\_rec, sizeof(stud\_rec));  //write to the file

        cout<<"\nRecord added successfully to the file !\n";

    }

    read\_file.close();

    return;

}

void DatabaseFile :: DisplayFileContent()

{

    fstream read\_file;

    read\_file.open("StudentData.dat", ios::in | ios::binary);

    if(!read\_file)  //file not found

    {

        cout<<"\nFile Not Found !\nCheck local directory, or try creating the file first from Menu option\n";

        return;

    }

    else

    {

        read\_file.read((char\*)&stud\_rec, sizeof(stud\_rec));  //read first record

        cout<<"\nRoll No.\tName\t\tDoB\t\tPercentage\tAddress\n---------------------------------------------------------------------------";

        while(!read\_file.eof())  //read file till  end of file

        {

            cout<<"\n"<<stud\_rec.roll\_no<<"\t\t"<<stud\_rec.stud\_name<<"\t"<<stud\_rec.stud\_DoB.day<<"/"<<stud\_rec.stud\_DoB.month<<"/"<<stud\_rec.stud\_DoB.year<<"\t"<<stud\_rec.stud\_percent<<"\t\t"<<stud\_rec.stud\_address;

            read\_file.read((char\*)&stud\_rec, sizeof(stud\_rec));  //read next record

        }

    }

    read\_file.close();

}

void DatabaseFile :: SearchRecord()

{

    fstream read\_file("StudentData.dat", ios::in | ios::binary);  //open file in reading mode

    if(!read\_file)

    {

        cout<<"\nFile Not Found !\nCheck local directory, or try creating the file first from Menu option\n";

        return;

    }

    else

    {

        bool flag = false;

        cout<<"\nEnter roll no. to be searched : ";

        int key;

        cin>>key;

        read\_file.read((char\*)&stud\_rec, sizeof(stud\_rec)); //read first record

        while(!read\_file.eof())  //search till end of file

        {

            if(stud\_rec.roll\_no == key)  //if key is equal to correct roll number

            {

                cout<<"\nRecord found !\n";

                flag = true;  //set flag

                cout<<"\nRoll No.\tName\t\tDoB\t\tPercentage\tAddress\n---------------------------------------------------------------------------";

                cout<<"\n"<<stud\_rec.roll\_no<<"\t\t"<<stud\_rec.stud\_name<<"\t"<<stud\_rec.stud\_DoB.day<<"/"<<stud\_rec.stud\_DoB.month<<"/"<<stud\_rec.stud\_DoB.year<<"\t"<<stud\_rec.stud\_percent<<"\t\t"<<stud\_rec.stud\_address;  //display student details

                break;

            }

            else

            {

                read\_file.read((char\*)&stud\_rec, sizeof(stud\_rec)); //read next record

            }

        }

        if(!flag)  //if roll no. is not found

            cout<<"\nRecord not found !\n";

    }

    read\_file.close();

}

void DatabaseFile :: ModifyRecord()

{

    cout<<"\nEnter roll no. of the student : ";

    int rno, flag = 0;

    cin>>rno;

    fstream read\_file("StudentData.dat", ios::in | ios::binary);  //open file in read mode

    fstream newFile("temp.dat", ios::out | ios::binary);  //create new temp file for temporary data storage

    if(!read\_file)

    {

        cout<<"\nFile Not Found !\nCheck local directory, or try creating the file first from Menu option\n";

        return;

    }

    else

    {

        read\_file.read((char\*)&stud\_rec, sizeof(stud\_rec));

        while(!read\_file.eof())

        {

            if(stud\_rec.roll\_no != rno)  //if current record is not that to be updated

            {

                newFile.write((char\*)&stud\_rec, sizeof(stud\_rec));  //write to the temp file

            }

            else  //if current record is that ts to be updated

            {

                cout<<"\nRecord Found !\n";

                flag = 1;

                cout<<"\nFill student details :\nRoll No. : "<<rno;

                stud\_rec.roll\_no = rno;

                cin.ignore();

                cout<<"\nName : ";

                getline(cin, stud\_rec.stud\_name);

                cout<<"\nAddress : ";

                getline(cin, stud\_rec.stud\_address);

                cout<<"\nDate of birth(DD/MM/YYYY) : ";

                string date;

                getline(cin, date);

                stud\_rec.stud\_DoB.day = stoi(date.substr(0, 2));

                stud\_rec.stud\_DoB.month = stoi(date.substr(3, 2));

                stud\_rec.stud\_DoB.year = stoi(date.substr(6, 4));

                cout<<"\nPercentage marks : ";

                cin>>stud\_rec.stud\_percent;

                newFile.write((char\*)&stud\_rec, sizeof(stud\_rec));  //write to the file

                cout<<"\nRecord updated successfully to the file !\n";  //write updated record to the temp file

            }

            read\_file.read((char\*)&stud\_rec, sizeof(stud\_rec));  //read next record from the

        }

        read\_file.close();

        newFile.close();

        remove("StudentData.dat");

        rename("temp.dat", "StudentData.dat");

        if(flag == 0)  //flag remained same then

        {

            cout<<"\nRecord with roll no. "<<rno<<" is not found in the file 'StudentData.dat'\n";

        }

    }

}

void DatabaseFile :: DeleteRecord()

{

    cout<<"\nEnter roll no. of the student : ";

    int rno, flag = 0;

    cin>>rno;

    fstream read\_file("StudentData.dat", ios::in | ios::binary);  //open file in read mode

    fstream newFile("temp.dat", ios::out | ios::binary);  //create new temp file for temporary data storage

    if(!read\_file)

    {

        cout<<"\nFile Not Found !\nCheck local directory, or try creating the file first from Menu option\n";

        return;

    }

    else

    {

        read\_file.read((char\*)&stud\_rec, sizeof(stud\_rec));

        while(!read\_file.eof())

        {

            if(stud\_rec.roll\_no != rno)  //if current record is not that to be updated

            {

                newFile.write((char\*)&stud\_rec, sizeof(stud\_rec));  //write to the temp file

            }

            else  //if current record is that ts to be updated

            {

                cout<<"\nRecord Found and Deleted!\n";

                flag = 1;

            }

            read\_file.read((char\*)&stud\_rec, sizeof(stud\_rec));  //read next record from the

        }

        read\_file.close();

        newFile.close();

        remove("StudentData.dat");

        rename("temp.dat", "StudentData.dat");

        if(flag == 0)  //flag remained same then

        {

            cout<<"\nRecord with roll no. "<<rno<<" is not found in the file 'StudentData.dat'\n";

        }

    }

}

int main()

{

    DatabaseFile fileOp;

    int ch;

    do

    {

        cout<<"\n================================================================MENUS================================================================\n\nChoose Operation -\n1.Create File \t2.Add Record\t3.View Records  \t4.Search Record \t5.Modify Record \t6.Delete Record \t7.Exit\n\t\t\t\t\t \t Choose Operation : ";

        cin>>ch;

        cout<<"\n====================================================================================================================================="<<endl;

        switch(ch)

        {

            case 1:

                fileOp.CreateAFile();

                break;

            case 2:

                fileOp.AddNewRecord();

                break;

            case 3:

                fileOp.DisplayFileContent();

                break;

            case 4:

                fileOp.SearchRecord();

                break;

            case 5:

                fileOp.ModifyRecord();

                break;

            case 6:

                fileOp.DeleteRecord();

                break;

            case 7:

                cout<<"\n--- Program Terminated ---\n";

                return 0;

            default:

                cout<<"\nEnter Valid Operation\n";

                break;

        }

    }while(true);

    return 0;

}